Implementation of Triangle Subdivision for Holding Sharp Features with Flatness Control
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Abstract. In this paper we introduce a improved rule for the well-known Loop subdivision that can keep the sharp shape of the object, in addition, we put forward a approach named flatness control to control how quickly the control points in an neighborhood converge towards the tangent plane which will obtain a more complicated surface. In order to get the required model, in the first step, we compute the position using the improved rules and modify it with flatness control in the second step.
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1. Introduction

Since more than 20 years ago, subdivision surface technology has made great development mainly because it can generate smooth surface and be easy to realize for modal with arbitrary topological structure. Now subdivision surface modeling method has become one of the indispensable graphics modeling technology. A number of commercial systems use subdivision as surface representation: Alias|Wavefront’s Maya, Pixar’s Renderman, Autodesk’s 3ds max, and Micropace’ Lightwave 3D, to name just a few.

Although producing the smooth surface is a essential target for subdivision surface technology, some non-smooth effects are required in engineering surface modeling, such as crease, dart vertex and corner vertex, so how to keep these effects has become a topic recently. In existing feature modeling method, Hoppe[2] introduce a new method of piecewise smooth surface models based on Loop[3] subdivision, novel aspects of the method are its ability to model surfaces of arbitrary topological type and to recover sharp features such as creases and corners. However, the methods of Hoppe have two drawbacks: first, the corner rules of subdivision schemes can only generate convex corners. If the control mesh is in a concave configuration, the rules force the surface to approach the corner from the outer side, causing the surface to develop a fold; Second, the shape of the boundary of the generated surface depends on the control points in the interior which will develop gap between the meshes after subdivision. Biermann[4] present improved rules for Catmull-Clark and Loop subdivision that overcomes these above problems. Sederberg[5] develop rules for Non-uniform recursive Doo-Sabin and Catmull-Clark subdivision surfaces, a sharp parameter was introduced to control sharp effects, but it increase the complexity of the algorithm. Found that the degree of the parameter curve can decrease when insert repeated node, Wei[6] adjust the construction of mesh topology near the sharp feature to obtain sharp effects. Li [7] developed a fitting system to fit triangular meshes using Loop subdivision surfaces with sharp features; Liu [8] generate sharp features using subdivision with sharp features; Zhou[9] propose a method for creating sharp features and semi-sharp features on hybrid subdivision surfaces which is introduced by Stam[10].

Because triangle meshes have a great power to represent many model, so in this paper, we introduce a improved rule for the well-known Loop subdivision that can keep the sharp shape of the object, in addition,
we put forward a approach named flatness control to control how quickly the control points in a neighborhood converge towards the tangent plane which will obtain a more complicated surface.

2. The Loop subdivision for holding sharp features

2.1. Sharp Feature

Hoppe[2] et al. defined that a crease is a tangent line smooth curve along which the surface is C0 but not C1 and also classify sharp feature vertices into three different types:

(1) A corner vertex is a point where three or more creases meet;
(2) A dart vertex is an interior point of a surface where a crease terminates;
(3) A crease vertex joints exactly two incident crease edges smoothly;

Biermann[4] et al. specify all edges on the boundary of the mesh are crease edges, boundary vertices are corner or crease vertices. Creases divide the mesh into separate patches, several of which can meet in a corner vertex. At a corner vertex, the creases separate the ring of triangles into several sectors. They label each sector of the mesh as convex sector (where the angle between two crease edges is less than \(\pi\)) or concave sector (where the angle between two crease edges is more than \(\pi\)). An example of a tagged mesh is given in Fig. 1.

2.2. The extended loop’s scheme

Loop’s scheme is a generalization of C2-continue quartic triangular B-spline. The refinement step proceeds by splitting each triangular face into four subfaces. The vertices of the refined mesh are then positioned using weighted averages of the vertices in the unrefined mesh. Formally, starting with the initial control mesh \(M = M^0\), each subdivision step carries a mesh \(M = (K^r, V^r)\) into a refined mesh \(M^{r+1} = (K^{r+1}, V^{r+1})\) where the vertices \(V^{r+1}\) are computed as affine combinations of the vertices of \(V^r\). Some of the vertices of \(V^{r+1}\) naturally correspond to vertices of \(V^r\) — these are called vertex points; the remaining vertices in \(V^{r+1}\) correspond to edges of the mesh \(M^r\) — these are called edge points. Let \(v^r\) denote a vertex of \(V^r\) having neighbor \(v^r_1, \ldots, v^r_n\) as shown in Fig. 2, such a vertex has valence \(n\) Let \(v^{r+1}_i\) denote the edge point of \(V_{r+1}\) corresponding to the edge \(v^r v^r_i\), and let \(v^r+1\) be the vertex point of \(V_{r+1}\) associated with \(v^r\). The positions of \(v^r+1\) and \(v^{r+1}\) are computed according to the subdivision rules. As the speed of the control points in a neighborhood converging towards the tangent plane is related to the limited position and tangent vector of Loop subdivision, and these results can be achieved according to control points in a the neighborhood, here we also offer these computed rules.

\[
v^{r+1} = (1 - n\beta)v^r + \beta \sum_{i=1}^{n} v^r_i
\]
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Fig. 2. The neighborhood around a vertex of valence n

(2) Limited position:

\[ v^e = (1 - n\alpha)v^r + \alpha \sum_{i=1}^{m} v_i^r \]  \hspace{1cm} (2)

Where for \( n = 3 \), \( \alpha = 1/5 \); For \( n \neq 3 \), \( \alpha = 1/(2n) \)

Tangent vector in one direction:

\[ l_1 = \sum_{i=1}^{m} s_i v_i^r \]  \hspace{1cm} (3)

Where \( s_i = 2\sin (2\pi i/n)/n \)

(3) Tangent vector in another direction:

\[ l_2 = \sum_{i=1}^{m} c_i v_i^r \]  \hspace{1cm} (4)

Where \( c_i = 2\cos (2\pi i/n)/n \)

2.2.2 The rule of crease vertices

For crease vertices and boundary vertices, we apply same rules. For a crease vertex, the two incident crease edges divide its neighborhood into two different parts, here we adopt the follow rules to compute our needed value of each part respectively (the mask see Fig. 4), where \( v_0v_0r \) and \( v_0v_{mr} \) are crease edges, \( m \) is the numbers of triangles of one part.

Fig. 4. crease vertex mask

(1) New crease vertex point:

\[ v^e = (6v^r + v_0^r + v_{0r}^r)/8 \]  \hspace{1cm} (5)

(2) Limited position:

\[ v^e = (4v^r + v_0^r + v_{0r}^r)/6 \]  \hspace{1cm} (6)

(3) Tangent vector in one direction:
\[ l_1 = sv' + s_0 v'_0 + s_m v'_m + \sum_{i=1}^{m-1} s_i v'_i \]  \hspace{1cm} (7)

Where for \( m=1, s=-1, s_0 = s_1 = 1/2 \);

For \( m\neq 1, s=0, s_0=1/2, s_m = -1/2, s_j = 0 \)

(4) Tangent vector in another direction:

\[ l_2 = cv' + c_0 v'_0 + c_m v'_m + \sum_{i=1}^{m-1} c_i v'_i \]  \hspace{1cm} (8)

Where for \( m = 1, c = 0, c_0 = 1/2, c_1 = -1/2 \);

For \( m\neq 1, c_0 = \lambda = [0.25(1 + \cos(\pi/m))]/[1.5 - 0.75\cos(\pi/m)] \),

\[ b = (2/3 - a)/\cos(m\zeta/2) \]

\[ \sigma_1 = \sin(\pi/m)/[1 - \cos(\pi/m)] \]

\[ \sigma_i = \cos(m\zeta/2)\sin(\pi/m)/[\cos(\zeta) - \cos(\pi/m)] \]

\[ \zeta = \arccos(\cos(m\pi/m-1)) \]

2.2.3 The rule of corner vertices

For a corner vertex, the several crease edges divide its neighborhood into several different parts, as each part have different control points, the computed result of each part are different accordingly. The computed formulas of the certain part near a corner vertex are written as follows (see Fig. 5), here \( vr\) and \( vtr\) are crease edges, and \( t \) is the numbers of triangles adjacent to the corner vertex between two crease edges.

(1) New corner vertex point: \( v^{r+1} = v^r \).  \hspace{1cm} (9)

(2) Limited position:

\[ v^\infty = v^r \]  \hspace{1cm} (10)

(3) Tangent vector in one direction:

\[ l_1 = -v' + v'_0 \]  \hspace{1cm} (11)

(4) Tangent vector in another direction:

\[ l_2 = -v' + v'_1 \]  \hspace{1cm} (12)

2.2.4 The rule of smooth edge

The computed rule of new edge points is the most complicated (see Fig. 6 and Fig. 7), because it depend on the style of the edges, the style of the two endpoints and sectors. If the edge isn’t a crease edge, according to the tags of the two endpoints, we list two rules to computer new smooth edge points (see Fig. 6a and Fig. 6b). After refinement, the old edge will be split into two new smooth edges (not tagged), and the new edge point will be labeled as a smooth point.

(1) New smooth edge point:

1. In the absence of any special tags, we apply the standard edge rules. The averaging masks are given in Fig. 6a.

\[ v_i^{r+1} = (3v^r + 3v'_i + v'_{i+1} + v'_{i+1})/8 \]  \hspace{1cm} (13)

2. In the case of an untagged edge \( v^r v'_i \) adjacent to a tagged vertex \( v^r \) is illustrated in Fig. 6b.

\[ v_i^{r+1} = [(6-8\lambda)v^r + 8Av'_i + v'_{i+1} + v'_{i-1}]/8 \]  \hspace{1cm} (14)

If \( v^r \) is dart vertex, \( \lambda = 1/2 - \cos(2\pi/k)/4 \); If \( v^r \) is a crease vertex, \( \lambda = 1/2 - \cos(\phi/k)/4 \); For a convex corner \( \lambda = 1/2 - \cos(\phi/k)/4 \), if \( e \) is in a convex part \( \phi = \pi/2 \), otherwise \( \phi = 3\pi/2 \).

(2) Limited position:

\[ v^\infty = v_{i+1} + 5(v^r + v'_i + v'_{i+1} + v'_{i+1} + v'_{i+1} + v'_{i+1})/6 \]  \hspace{1cm} (15)

(3) Tangent vector in one direction:
$l_1 = (v_{i+1}^{e_i} - v_{i-1}^{e_i} + v_{i+1}^{e_i} - v_{i+1}^{e_{i+1}}) \cdot \sin(\pi / 3)$  

(16)
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(4) Tangent vector in another direction:

$$l_2 = v' - v' + (v_{i+1}^{e_i} + v_{i+1}^{e_i} - v_{i+1}^{e_i} - v_{i+1}^{e_{i+1}}) / 2$$

(17)

### 2.2.5 The rule of crease edge

For a crease edge, we insert a new vertex on it as the average of the two adjacent vertices (given in Fig. 7a), then the two new edges are tagged as crease edges, the new vertex is tagged as crease vertex. The rules of all needed value are shown as follow (the mask see Fig. 7):

1. New crease edge point:
   
   $$v_{i+1}^{e_i} = v'/2 + v'/2$$

(18)

2. Limited position:
\[ v_i^r = v^r / 6 + v_i' / 6 \]  

(3) Tangent vector in one direction:
\[ l_i = -\eta v_i'^{r+1} + \eta(-v^r / 2 - v_i' / 2 + \eta v_{i+1}^{r+1} + \eta v_{i-1}^{r+1}) \]

Where \( \eta = 0.288675 \).

(4) Tangent vector in another direction:
\[ l_2 = v^r / 2 - v_i' / 2 \]

In the (13) ~ (21) for Fig. 6 and Fig. 7, the vertex at which the arrow point represent \( v' \), the neighborhood of \( v' \) see in Fig. 2, let \( n \) is the valence of \( v' \), \( i = 1, \ldots, n \), when subscript is less than 1, we use \( n \) instead of it, when subscript is more than \( n \), we use 1 instead of it, \( v_{i+1}^{r+1} \) is the edge point corresponding to the edge \( v_i v_i' \), \( v_{e1} v_{e1}' \) is the edge point corresponding to the edge \( v_i v_i' \), \( v_{e2} v_{e2}' \) is the edge point corresponding to the edge \( v_i v_i' \).

3. Flatness modification

It is observed that the speed that the control points in a neighborhood converge towards the tangent plane can be control. The control equation is
\[ \left( \begin{array}{c} p_{i}^{\text{new}} \\ p_{i}^{\text{new}} \end{array} \right) = (1-f) \left( \begin{array}{c} p_{i} \\ p_{i} \end{array} \right) + f \left( \begin{array}{c} u_0 + x_1 \sigma_{i1} + y_1 \sigma_{i2} \\ u_0 + x_1 \sigma_{i1} + y_1 \sigma_{i2} \end{array} \right) \]  

\[ \left( \begin{array}{c} p_{i}^{\text{new}} \\ p_{i}^{\text{new}} \end{array} \right) = (1-f) \left( \begin{array}{c} p_{i} \\ p_{i} \end{array} \right) + f \left( \begin{array}{c} u_0 + x_1 \sigma_{i1} + y_1 \sigma_{i2} \\ u_0 + x_1 \sigma_{i1} + y_1 \sigma_{i2} \end{array} \right) \]  

Equation (22) is applied to modify position of vertex points of one refined mesh, (26) is used to modify position of edge points of one refined mesh.

In the (22) and (23), \( f \) is a flatness modified parameter, and \( 0 \leq f \leq 1 \), the default values for the parameter \( f \) is 0.5; \( u_0 \) is the limited position of the control point; \( u_1 \) and \( u_2 \) are the tangent vectors in the two direction; In the (22), \( p \) is position vector of control point after refinement, if the control point is a dart vertex of unrefined mesh, \( \sigma_1 = \sigma_2 = 3/8 + \cos(2\pi/n)/4 \) (where \( n \) is the number of triangles adhere to this control point), \( x=y=0 \); if it is a crease vertex of unrefined mesh, \( \sigma_2 = 0.5, \) if \( n=1, \sigma_1 = 0.25, x=1/3, y=0 \); if \( n\neq1, \sigma_1 = 0.5, x=y=0 \); if \( v \) correspond to a corner vertex of unrefined mesh \( \sigma_1 = \sigma_2 = 0.5, x=y=0 \); In the (23), \( \sigma_1 = \sigma_2 = 0.5, \) pi is position vector of edge point which associated with edge \( v^r v_i' \) in the neighborhood of \( v' \), when \( v' \) is dart vertex, \( x=\sin^2 \pi/n, y=\cos^2 \pi/n \), when \( v' \) is a crease vertex, \( x=\sin \pi/n, y=\cos \pi/n \), when \( v' \) is corner vertex, \( x_i=\sin[k+(k-1)\phi/k]/\sin \phi, \) \( y_i=\sin(\phi/k)/\sin \phi \). For a convex corners we use \( \phi = \pi/2 \), For concave corners \( \phi = 3\pi/2 \).

The modified rule blends between control point positions before flatness modification and certain points in the tangent plane, which are close to the projection of the original control point. The flatness modification is always applied at concave corner vertices and boundary vertices to make sure the surface is smooth around the control points.

In the first step, we compute the position using the improved rules as above and modify it with flatness control in the second step.

4. Results and conclusion

Surfaces with creases and corners of various types are illustrated in Fig. 7 to Fig. 11. All the surfaces in these figures are generated from the same control mesh by applying different tags. In Fig. 8, the object carry a corner vertex, a crease vertex and crease edges, In Fig. 9, the object carry a dart vertex, a crease vertex and crease edges, In Fig. 10, the object carry boundary edges. Figures 11 demonstrate flatness modification for boundary and interior vertices. Note the different result of this modal.

Conclusions: Here are some findings from these figures:

(1) Along the crease, the surface is C0 continuous, and the corner vertex is interpolated.
(2) At the dart vertex, crease link to surface smoothly.
(3) With the increase of parameter \( f \), the special tagged sector will approach toward the tangent plane of the control point more quickly.

So we have given a simple modification of the most popular subdivision scheme that can keep sharp feature effectively and provided flatness control which can create more characteristics for surface modeling.
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